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Disclaimer

This presentation is intended to give a high level overview of the subject matter and is intended for discussion purposes. This presentation is not intended to provide an exhaustive analysis of the subject matter and may differ depending on individual use cases.
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Where does performance come from?

**Traditional style**

1. NIC memory
2. `interrupt`
3. Kernel memory
4. `read()`
5. Application memory

**Unikernel style**

1. NIC memory
2. Unikernel memory
3. `interrupt`
4. Is application memory (Developer happy)
Where does performance come from?

**Traditional style**

- NIC memory
  - interrupt
  - kernel memory
  - read()
  - application memory

**Unikernel style**

- NIC memory
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Where does performance come from?

**Traditional style**

NIC memory  \[\downarrow\] interrupt

kernel memory  \[\downarrow\] read()

application memory

**Unikernel style**

NIC memory  \[\downarrow\] interrupt

unikernel memory
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\[\text{interrupt}\]

kernel memory

\[\text{read()}\]

application memory
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NIC memory

\[\text{interrupt}\]

unikernel memory

is application memory
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Traditional style

NIC memory
\[\text{interrupt}\]
kernel memory
\[\text{read()}\]
application memory

Unikernel style

NIC memory
\[\text{interrupt}\]
unikernel memory
is application memory
(Developer happy)
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- Reduced attack surface area.
  - No unneeded kernel modules.
  - No Perl, shell...
  - Exploited environment is barely usable to useless.
- Some: language is type-safe.
- Some: can do 1 VM per request.

Happy Mr Burns
Why only in 2013?

Virtualization provides uniform APIs for network and I/O.
Why only in 2013?

Virtualization provides uniform APIs for network and I/O.
E.g. *virtio* for KVM, *netfront/netback* for Xen.
- Small set of drivers to implement.
- Makes it economic to create unikernels.
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What do we do next?

Nobody likes rewrites.
Take platforms (JVM, Erlang) and run unmodified apps.

- Fully immutable.
- Faster deployment and rollbacks.
- Smaller attack surface.
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Local demo

Contents:

- Take a JVM/Spring application.
- Demo on standard Linux.
- Generate the unikernel.
- Run that unikernel locally.

Takeaways:

- Small image size.
- Trivial to implement.
Running in Amazon EC2

To create a VM image in AWS, do:

```
% qemu-img convert -f qcow2 -O raw 3.qemu 3.raw

% ./release-ec2.sh \
   --override-image 3.raw \
   --override-version 3 \
   --region us-east-1
```
AMI in EC2
AMI in EC2

```
Instance: i-6b8f20d7 (osv3) Public DNS: ec2-52-28-202-224.eu-central-1.compute.amazonaws.com

<table>
<thead>
<tr>
<th>Description</th>
<th>Status Checks</th>
<th>Monitoring</th>
<th>Tags</th>
</tr>
</thead>
<tbody>
<tr>
<td>Instance ID</td>
<td>i-6b8f20d7</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Instance state</td>
<td>running</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Instance type</td>
<td>c4.large</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Private DNS</td>
<td>ip-172.31.4.84.eu-central-1.compute.amazonaws</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Private IPs</td>
<td>172.31.4.84</td>
<td></td>
<td></td>
</tr>
<tr>
<td>VPC ID</td>
<td>vpc-2a23c043</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Subnet ID</td>
<td>subnet-e8a3d890</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Public DNS</td>
<td>ec2-52-28-202-224.eu-central-1.compute.amazonaws</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Public IP</td>
<td>52.28.202.224</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Elastic IP</td>
<td>-</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Availability zone</td>
<td>eu-central-1b</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Security groups</td>
<td>allow-http-ssh, view rules</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Scheduled events</td>
<td>No scheduled events</td>
<td></td>
<td></td>
</tr>
<tr>
<td>AMI ID</td>
<td>OSv-3 (ami-05061469)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Platform</td>
<td>windows</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
```
Running OSv in EC2

Greetings from Spring Boot!
Try it out

- Run your unikernel in Free Tier right now.
Try it out

- Run your unikernel in Free Tier right now.
- t2.micro - $0/month for 1 year.
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Library OS: OS embedded to your application.

- Small ⇒ scale quickly.
- Very efficient ⇒ economic.
- Reduced attack surface.
- Runs on public clouds: ⇒ try on EC2, for free.
Thanks

- Niels Brouwers (Amazon) for the right tools.
- Russel Pavlicek (Citrix) for spreading the word.
We’re hiring!

- Check out amazon.jobs
- Also, contact me at motiejus@amazon.com